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Abstract. We present the OWL API, a high level Application Programming Interface (API) for working with OWL ontologies. The OWL API is closely aligned with the OWL 2 structural specification. It supports parsing and rendering in the syntaxes defined in the W3C specification (Functional Syntax, RDF/XML, OWL/XML and the Manchester OWL Syntax); manipulation of ontological structures; and the use of reasoning engines. The reference implementation of the OWL API, written in Java, includes validators for the various OWL 2 profiles - OWL 2 QL, OWL 2 EL and OWL 2 RL. The OWL API has widespread usage in a variety of tools and applications.
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1. Introduction

The Web Ontology Language OWL has been a W3C Recommendation [32] since 2004, with OWL 2 [41] refining and extending the original specification. A pre-requisite for the success and adoption of languages is the existence of tooling, and OWL is no exception, with a wide range of (free, open-source and commercial) tools now available. These tools support the creation and editing of OWL ontologies, reasoning over ontologies, and the use of ontologies in applications.

In this paper, we discuss the OWL API, a high level Application Programming Interface (API) that supports the creation and manipulation of OWL Ontologies. The OWL API has been available since 2003, and has undergone a number of design revisions, in particular tracking the evolution of OWL itself. Key aspects of the OWL API include an axiom-centric abstraction, first class change support, general purpose reasoner interfaces, validators for the various OWL 2 profiles, and support for parsing and serialisation of ontologies in a variety of syntaxes. The OWL API also has a flexible design that allows third parties to provide alternative implementations for all major components. The OWL API is implemented in Java and is available as open source under an LGPL licence.

Since its initial development in 2003 [8], the OWL API has been used in multiple development projects, including Protégé-4 [25], SWOOP [23], the NeOn Toolkit [17] 2, OWLSight 3, OntoTrack [26], the Pellet reasoner [36] 4 and a number of online validation and conversion services 5. Work on early versions of the OWL API contributed valuable implementation experience [3] to the WebOnt Working Group 6, facilitating the production of the OWL Recommendation. Across all versions, the OWL API has over 34,000 downloads (with 500+ downloads per month over the last year), reinforcing our view that it has played, and continues to play, a key role in promoting the uptake and use of OWL.
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2. OWL API Design Philosophy

The original inspiration for the OWL API came from observations of the impact made by the provision of the XML Document Object Model (DOM) [40]. The DOM, along with freely available implementations (such as the Java implementations in Sun’s JDK [38]) allowed a large number of developers to use and manipulate XML in applications, which turn facilitated the widespread adoption of XML. Our belief was that a similar effort would prove of great benefit to the adoption of OWL.

The provision of an OWL API can allow developers to work at an appropriate level of abstractions, isolating them from potential issues related to, for example, serialisation and parsing of data structures. This was a particular consideration with OWL, given OWL’s close relationship with RDF [24] and its triple-based representation.

In order to provide this “high level view”, the design of the OWL API is directly based on the OWL 2 Structural Specification [30]. An ontology is simply viewed as a set of axioms and annotations as depicted in Figure 1. The names and hierarchies of interfaces for entities, class expressions and axioms in the OWL API correspond closely to the structural specification, relating the high level OWL 2 specification directly to the design of the OWL API. The OWL API supports loading and saving ontologies in a variety of syntaxes. However, none of the model interfaces in the OWL API reflect, or are biased to any particular concrete syntax or model. For example, unlike other APIs such as Jena [12], or the Protégé 3.X API, the representation of class expressions and axioms is not at the level of RDF triples.

3. Detailed Design Principles

Although aspects of the API design have evolved since its original inception and implementation, a number of basic design principles have endured. These are outlined below, but can be summarised as:

- Read-only model interfaces with explicit change operations.
- Independence from concrete serialisations (in particular triple based representations).
- A clear separation between components providing particular functionalities, such as representation, manipulation, parsing, rendering.
- Separation of assertion and inference.

Fig. 1. A UML diagram showing the management of ontologies in the OWL API. The OWLOntology interface provides accessors for efficiently obtaining the axioms contained within an ontology. The method of storing axioms is provided by different implementations of the OWLOntology interface. The design of the API makes it possible to mix and match implementations, for example, an in-memory ontology could be used together with one that is stored in a database and one that is stored in some kind of triple store. The OWL API reference implementation provides an efficient in-memory storage solution.

3.1. Model

The OWL API’s model provides access to an OWL ontology through a number of Interfaces and Class definitions. The model interfaces are read-only, in that they do not provide explicit functionality for change of the underlying data structures (see Section 3.2).

Following the OWL 2 Structural Specification, the model provides an axiom-centric view on OWL ontologies (see Figure 1), with an OWLOntology containing a number of OWLAxiom objects. Convenience methods are also available that will answer questions of containment such as “does Ontology O contain class C?”, where containment is taken to mean that the ontology contains an axiom referring to C. This supports what we might call locality of information, in that all assertions about classes are associated with a particular ontology. As OWL operates in an open web context, different ontologies can make different assertions about the same classes and properties.

Although this “axiom-centric” view differs from the original OWL API design, which provided a “frame-oriented” model, the desire to provide a level of abstraction that insulates developers and applications from underlying syntactic presentations, in particular RDF or triple-based representations has been a cornerstone of the OWL API’s approach.

The model data structures make extensive use of the Visitor pattern [14] which allows separation of data structure from functionality. The Visitor makes it easier to add functionality to a class hierarchy (and is par-
icularly suited to situations where data structures represent abstract syntax). The Visitor pattern does, however, have the drawback that changes to the data structure can be expensive as it may require changes to the Visitor implementations. For the OWL API, however, where the data structures are stable, the pattern is a good fit.

The specification of the data model is largely through Java Interfaces, enabling the use of alternative implementation strategies. The reference implementation provides data structures for efficient in-memory representations of ontologies. For many purposes this is sufficient. For example, recent versions of the National Cancer Institute (NCI) ontology can comfortably fit into around 700MB of memory (100MB of memory without annotations). However, the API has been designed so that it is possible to provide other storage mechanisms for ontologies such as relational databases or triple stores and to “mix and match” storage implementations, so that an ontology imports closure could contain in-memory representations of ontologies, ontologies persisted in secondary storage in the form of a custom database, and ontologies stored in triple stores.

While the API does not include these alternative storage mechanisms out of the box, third parties have developed such solutions. An exemplar solution, called OWLDB, has been developed by Henss et al [20]. Their solution stores ontologies in a relational database, using a “native” mapping of OWL constructs (as opposed to a mapping to triples) to a custom database schema. A similar approach is taken by Redmond in [34].

3.1.1. Ontology Management

Besides the model interfaces for representing entities, class expressions and axioms, it is necessary to allow applications to manage ontologies. Figure 1 shows a high level overview of this picture. The OWLOntology interface provides a point for accessing the axioms contained in an ontology. As discussed above, different implementations of the OWLOntology interface can provide different storage mechanisms for ontologies.

The OWLOntologyManager provides a central point for creating, loading, changing and saving ontologies, which are instances of the OWLOntology interface. Each ontology is created or loaded by an ontology manager. Each instance of an ontology is unique to a particular manager, and all changes to an ontology are applied via its manager.

This centralised management design allows client applications to have a single access point to ontologies, to provide redirection mechanisms and other customisations for loading ontologies, and allows client applications to monitor all changes that are applied to any loaded ontologies. The manager also hides much of the complexity associated with choosing the appropriate parsers and renderers for loading and saving ontologies.

3.2. Change

The core Ontology model interfaces are read-only, with issues of change (additions and removals of axioms) handled through the use of explicit change objects. Class OWLOntologyChange provides a top level change object with further subclasses defined that encapsulate particular changes. Change enactment is then provided through a further use of the Visitor pattern, with OWLOntologyChangeVisitor objects enacting changes.

This use of explicit change objects follows the Command design pattern [14] which encapsulates a change request as an object. Changes are then enacted by a Visitor object.

This use of the Command pattern facilitates support for operations such as undo or redo, and the encapsulation of changes as operations provides a mechanism with which to track changes and support version management. Change objects also provide a convenient place for storing metadata about the changes, for example the user who requested the change – information which is again crucial in supporting the ontology management and editing process.

All ontology changes are applied through an ontology manager. This means that it is possible to apply a list of ontology changes, which make multiple changes to multiple ontologies, as a single unit. This works well for applications such as ontology editors, where an edit operation such as entity name change (entity IRI change) can involve the addition and removal of multiple axioms from multiple ontologies—it is possible to group the changes together to form one “editor operation” and apply these changes at one time.

3.3. Inference and Reasoning

A key aspect of OWL is the provision of a semantics that defines precisely what entailment means with respect to OWL ontologies, and provides formal descriptions of properties such as consistency. The im-
plementation of these semantics is a non-trivial matter. By separating reasoning functionality, we can relieve implementors of the burden of this, while allowing those who do provide such implementations to be explicit about this in their advertised functionality. In addition, as is discussed in some detail in [8], separation of assertion and inference is important in the implementation of OWL, particularly when developing user applications, as users may need explicit indication as to why, for example, hierarchical relationships are present.

The OWLReasoner interface provides access to functionality relating to the process of reasoning with OWL ontologies, supporting tasks such as tasks such as consistency checking, computation of class or property hierarchies and axiom entailment. Of course, providing method signatures does not go all the way to advertising the functionality of an implementation – there is no guarantee that a component implementing the interface necessarily implements the semantics correctly. However, signatures and extensive detailed documentation of reasoner interfaces go some way towards providing an expectation of the operations that are being supported. From a client perspective, the benefits of having a well defined reasoner interface cannot be overstated. The ability to exchange one reasoner implementation for another in a client application, and know that, in terms of query answering, each reasoner implementation should exhibit the same behaviour is a major advantage. Collections of test data (such as the OWL Test Cases [11]) can allow systematic testing and a level of confidence as to whether the implementation is, in fact, performing correctly.

The reasoner interfaces have been designed so as to enable reasoners to expose functionality that provides incremental reasoning support. The OWL API allows a reasoner to be initialised so that it listens for ontology changes and either immediately processes the changes or queues them in a buffer which can later be processed. This design caters for the scenario where a reasoner is used within an ontology editor and, at some point, must respond when prompted to edits of the ontology, or situations where a reasoner should respond to ontology changes as they arrive.

A number of existing implementations including the CEL [1], FaCT++ [39], HermiT [29], Pellet [36], and Racer Pro [16] and SnoRocket reasoners provide OWL API wrappers. These reasoning engines are thus easily integrated into OWL API based applications such as Protégé-4 or the NeOn Toolkit.

3.4. Parsing and Rendering OWL Ontologies

A benefit of aligning the OWL API with the OWL 2 structural specification is that there is no commitment to a particular concrete syntax. Conforming [37] OWL implementations or tools must support RDF/XML, but there are several other syntaxes that exist which are optimised for different purposes. For example, Turtle syntax [9] provides a “compact and natural text form” of RDF serialisation. The Manchester OWL Syntax [18] provides a human readable serialisation for OWL ontologies.

The OWL API includes out of the box support for reading and writing ontologies in several syntaxes, including RDF/XML, Turtle, OWL/XML, OWL Functional Syntax, The Manchester OWL Syntax, KRSS Syntax7 and the OBO flat file format8. Due to the underlying design of the API, it is possible for the imports closure of an ontology to contain ontologies that were parsed from ontology documents written in different syntaxes.

The reference implementation of the OWL API uses a registry of parsers and renderers, supporting the addition of custom syntaxes. The appropriate parser is automatically selected at runtime when an ontology is loaded. By default, ontologies are saved back into the format from which they were parsed, but it is possible to override this in order to perform syntax conversion tasks and “save as” operations in editors for example.

4. Evolution

Three versions of the OWL API have been developed. The first version [8] drew on earlier experiences in the implementation of OilEd [5], one of the first user tools to use Description Logic reasoning services (through use of the DIG protocol) to assist users in the construction of OIL and DAML+OIL ontologies. Although OilEd was widely used (with over 10,000 download requests), the underlying implementation suffered from problems, not least of which was the lack of a separation between interface and implementation. The first version of the OWL API addressed a number of these concerns, while carrying forward other design decisions such as extensive use of the Visitor pattern [14].

---

7http://dl.kr.org/krss-spec.ps
8http://www.geneontology.org/GO.format.obo-1_2.shtml
A key change in Version 2 of the OWL API was the introduction of Java Generics\(^9\), which enabled tighter control over method typing, ensuring that, for example the result of a query for equivalent classes is returned as a set of class expressions. Version 2 also tracked proposed changes in OWL (known at that point as OWL 1.1 [33]), arising from the work of the OWL Working Group including the addition of qualified cardinality restrictions. In particular, there was a shift from frame-based data structures to an axiom oriented model.

Version 3, the latest release, sees an alignment of method and class names with those used in the OWL 2 Structural Specification[30]. This potentially introduces backwards compatibility issues with earlier releases of the OWL API, but our decision was that alignment with the specification brought sufficient benefits to outweigh these. For example, the W3C specifications can now themselves serve as additional documentation for the codebase. After reading the OWL 2 specification documents, users should be able to easily identify the correspondence between the OWL API and the specification. Although then name changes are largely syntactic, allowing the use of find and replace scripts to address most incompatibilities, one area of substantive change is in the modelling of axiom annotations, which has been changed to keep in line with the OWL 2 specification. In particular axiom annotations are now embedded axioms, thus having an effect on structural identity. In keeping with the OWL 2 Recommendation, entities in OWL ontologies are now identified using IRIs.

5. Additional Functionality

Here we discuss some of the enhanced functionality that is available in the core OWL API download supporting tasks such as profile validation, explanation and modularity.

5.1. Profile Validation

The OWL 2 specification defines OWL profiles that correspond to syntactic subsets of the OWL 2 language. The profiles are defined in the OWL 2 profiles document, namely OWL 2 EL, OWL 2 QL and OWL 2 RL. Each profile is designed to trade some expressive power for efficiency of reasoning. For example, the OWL 2 EL profile trades expressivity for the benefit of polynomial time subsumption testing. Similarly, reasoning for the OWL 2 RL profile can be implemented using a rule engine.

For those using these profiles, and tools that support them, it can be necessary to determine whether or not an ontology falls into one of the profiles or not. The OWL API contains an API to deal with ontology profiles. Various profile related interfaces are available that provide functionality to ask whether an ontology and its imports closure falls into a given profile, and if not details why this is the case. The profile API allows complete programmatic access by client software, with fine-grained objects that represent specific reasons for profile violations.

A Web based application that performs profile validation on an ontology and its imports closure was written with the OWL API is available online\(^{10}\). A screenshot of a report generated by the validator is shown in Figure 2. Each item in the detailed report can be accessed programmatically, which means that client software can customise report rendering, or offer more advanced functionality such as repair suggestions that would take an ontology back into the desired profile.

---

\(^9\)http://download.oracle.com/javase/1.5.0/docs/guide/language/generics.html

\(^{10}\)http://owl.cs.manchester.ac.uk/validator

---
5.2. Explanation

In recent years, explanation of entailments has been a “hot topic”. Many of the afore mentioned ontology development environments now feature the ability to generate explanations for unwanted or surprising entailments that arise during editing or browsing ontologies. Many of these explanation facilities are based on justifications [35,2,22], which are minimal sets of axioms that are sufficient for an entailment to hold. The OWL API ships with code for generating these explanations, making it easy to add basic explanation services to client applications.

5.3. Modularity

Many applications require the ability to work with well defined portions of an ontology, that are usually called modules. The OWL API contains basic functionality for extracting syntactic-locality based modules [13] from ontologies. These kinds of modules are based on the notion of conservative-extensions [15], and guarantee to preserve entailments from an ontology over a given signature.

6. Other Frameworks

There have been a number of similar initiatives to provide application interfaces aimed at OWL. HP’s Jena Toolkit [12] supplies ontology interfaces that provides convenience wrappers around RDF interfaces. Comparisons of the OWL API and Jena’s triple-based approach for some tasks are explored in [4].

The KAON [10] toolkit is an open-source ontology management infrastructure targeted for business applications. The ontology model supported in KAON is less expressive than that described by OWL since an important focus of KAON is performance reasoning on knowledge bases with simple ontologies and large ABoxes [28]. Despite this, many of our underlying design considerations conceptually follow the KAON design.

7. Download, Takeup and Usage

The OWL API is available as open source under the LGPL licence and can be downloaded from Sourceforge. Statistics taken from sourceforge shown in Figure 3 indicate a steady increase in downloads and web traffic. Since version 1 was released, the OWL API has had over 34,000 downloads from the Sourceforge website. It should be noted that this count does not include copies of the API that are now distributed with widely used tools such as Protégé-4, the NeOn Toolkit, Pellet and HermiT.

Some examples of the kinds of applications and services that have been developed using the OWL API are discussed below. As the codebase is freely available, we fully expect there to be further third-party usage of the OWL API that we are not explicitly aware of.

Protégé-4 [25] is an open source OWL ontology editor that was initially designed and developed at the University of Manchester. Protégé-4 uses the OWL API to underpin all ontology management tasks, from loading and saving ontologies, to manipulating ontologies during editing, to interacting and offering a choice of OWL reasoners. Virtually all of the functionality provided by the OWL API is utilised by Protégé-4.

The NeOn Toolkit [17] is an Eclipse based ontology development environment that was developed as part of the 14.7 million Euro EU funded project.

Fig. 3. Sourceforge statistics for downloads and web traffic

---

11 Available at http://kaon.semanticweb.org

12 http://owlapi.sourceforge.net

13 Note that the figures for project web traffic are only available from mid-2007.
While early versions of the toolkit were written on top of KAON2\textsuperscript{14}, in 2010, the project moved to the OWL API\textsuperscript{15}.

**OWLSight**\textsuperscript{3} is a web based ontology browser written by Clark & Parsia that uses the Pellet reasoner. The browser is written using the Google Web Toolkit, with the OWL API being used to read and access ontologies.

The **Ontology Browser**\textsuperscript{16} dynamically generates documentation for ontologies and is based on the OWLDoc software. The OWL API is used for loading and accessing ontologies and interfacing with the FaCT++ reasoner.

**OntoTrack** [26] is a browsing and editing tool for OWL ontologies that is developed at Ulm University. The OWL API is used for loading and accessing ontologies for rendering into a graph.

The **SKOS API**\textsuperscript{17} [21] is a Java interface and implementation for SKOS [27], built on top of the OWL API. It adopts a similar approach to the OWL API, providing an abstract data model for SKOS that avoids commitment to particular concrete syntaxes. SKOSEd, a SKOS editor is implemented as a plugin in to Protégé-4.

The **OWLLink API** [31] implements the OWLLink protocol on top of the OWL API. Besides providing an API to access remote OWLLink reasoning engines, it turns any OWL API aware reasoner into an OWLLink server. In essence OWLLink and the OWLLink API replace the DIG [6] protocol.

A number of online services\textsuperscript{18} are implemented using the OWL API.

**Syntax Converter** A web based application that converts ontologies written in one OWL syntax to another OWL syntax. Syntax is converted from one format to another format by loading and saving ontologies using the OWL API.

**Ontology Repository** A repository of ontologies used for reasoner and tools testing. The loading and serialising makes use of the OWL API parsers and renderers, while the metrics for each ontology are computed by the OWL API’s Metrics API.

**Validator** Uses the various profile validators to determine if an ontology and its imports closure is within a specific profile. The validator returns validation reports in a variety of human readable syntaxes. The validator makes use of the Profiles API, which is part of the OWL API.

**Module Extractor** Allows locality based modules to be extracted from ontologies. The extractor makes use of OWL API modularisation code, which currently provides Syntactic Locality Based Modules [19].

**Metrics** Allows ontologies to be submitted and returns a report about the number and types of axioms in an ontology and its imports closure. This application uses the Metrics API, which is part of the OWL API.

8. Limitations

As discussed above, the OWL API has proved to be a popular and useful code library. The design decisions made in the development of the OWL API do, however, impact on its suitability for application usage. The most crucial of these is that the OWL API is primarily designed to be an application that supports manipulation of OWL ontologies at a particular level of abstraction – which is not the RDF level. Thus the API is perhaps less suitable for those wishing to explicitly exploit the layering of OWL on RDF. In addition, the original design of the OWL API was “tuned” to target the OWL DL species. Although OWL Full ontologies can be manipulated using the OWL API, alternative frameworks such as Jena may be more suitable if OWL Full aspects are to be exploited in an application.

The reference implementation supplied with the OWL API downloads uses an in-memory representation. This places some restriction on the size of ontologies that can be processed using the OWL API. In practice, we have not found this to be a serious issue. Table 1 shows load times (in seconds) and memory consumption (in megabytes) after loading for several well known large ontologies. For comparison, the load times and memory consumption for the Jena API are also given, showing comparable performance.

9. Summary

The OWL API provides a collection of powerful and flexible interfaces supporting the use of OWL ontologies within applications. The model explicitly supports the recent OWL 2 Recommendation. Common interfaces to reasoning engines are defined, facilitating the
use of inference within applications. The distribution includes a reference, main-memory implementation, and provides support for parsing and rendering ontologies in a variety of concrete syntaxes along with OWL 2 Profile validators. The API is in widespread usage, with a growing user community.

The overview presented here is necessarily brief – space constraints prevent us from providing in depth descriptions of the design and details of the code base. Further detailed documentation is available from the OWL API Sourceforge site along with tutorial presentations, examples and full javadoc documentation for the code base. There is also an active mailing list for developers.
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